Abstract—Developers of industrial control systems constantly quest for quality in order to improve availability and safety. Some of the threats to quality are the development errors due to incorrect, ambiguous or misunderstood requirements. Formal specification methods may reduce the number of such issues by having unambiguous, mathematically sound semantics, which also allows the development of precise analysis methods. In this paper we present two of the analysis methods developed for PLCspecif, our formal specification language targeting PLC modules: well-formedness analysis and invariant analysis.

I. INTRODUCTION AND BACKGROUND

Industrial control systems (ICS) operate a wide variety of plants: e.g. chemical, pharmaceutical, or water treatment plants [1]. Typically these systems rely on programmable logic controllers (PLCs) which are robust industrial machines, programmed in variants of the languages defined in IEC 61131-3 [2]. As we rely more and more on such systems, their safety and availability is a priority. While these systems are often not safety-critical as there are dedicated systems to ensure the safety, an outage might cause significant economic loss.

The development errors of the PLC software are threats to availability and safety. Many of them are caused by ambiguous, imprecise, or incorrect requirements. Formal specifications provide ways to improve the quality of the specification both by providing restricted and precise languages (compared to natural languages) and by having unambiguous semantics, thus allowing the usage of automated analysis methods which can reveal potential problems, such as contradictions, impossible cases, etc.

The usage of formal specification in the ICS domain is not wide yet, as the existing formal specification languages are not well-suited for the target audience. The existing and widely-known, general-purpose formal specification methods are not adapted to the ICS domain, therefore their usage necessitates deep knowledge and excessive effort. Such effort can only be justified in case of highly critical systems.

The authors analysed the specialities of the ICS domain [3] and proposed PLCspecif, a formal language to specify the behaviour of PLC software modules [4]. We claim that the specification of PLC software modules (either isolated safety logics or reusable objects) are the first targets for formal specification, because their specification provides a good effort–benefit ratio. However, a formal specification method does not guarantee by itself that the specified behaviour is well-formed, correct and matches the intentions. In this paper we target these challenges by providing two analysis methods for PLCspecif.

The rest of the paper is structured as follows. Section II briefly overviews the related work. Section III introduces the key concepts of PLCspecif, our formal specification language for PLC software modules. Next, two analysis methods are discussed: Section IV shows the well-formedness checking of PLCspecif specifications, then Section V presents invariant checking. Finally, Section VI concludes the paper.

II. RELATED WORK

Neither formal specification, nor static analysis is a widely-used technique in the field of PLC software development.

The static analysis of PLC programs was targeted in [5], [6]. Some commercial tools are available as well, such as PLC Checker [1] or logi.LINT [2]. Although static code analysis may point out mistakes or code smells without requiring excessive effort, due to the wide variety of PLC languages and the different needs in the various application domains, the usage of static analysis tools is not general yet.

Formal specification is even less wide-spread in the PLC software development domain. As discussed earlier, the usage of general-purpose specification languages need great effort, therefore they are only applied in highly critical systems. There were several attempts to provide formal or semi-formal specification methods, directly targeting PLC programs. ST-LTL [7] is a variant of the LTL formalism, specifically targeting PLC programs. As this method is rather simple, there is no need for static analysis methods.

ProcGraph [8], [9] is a semi-formal specification method based on state machines. According to the published examples, the specifications may become large and complex. The specifications often include PLC code snippets, this also increases the complexity and the difficulty of understanding and therefore the specification might be error-prone. However, static analysis or invariant checking methods are not mentioned as part of the proposed approach [9].

NuSCR [10] is a formal specification method included in the NuSEE environment for specification and verification of

1http://www.itris-automation.com/plc-checker/
PLC-based safety-critical systems. Supposedly NuSRS, the requirement specification editor based on the NuSCR approach included in NuSEE contains certain well-formedness checks, but static analysis and invariant checking is not explicitly mentioned in [10]. The NuSDS tool that is to be used in the design phase contains certain consistency checks, but the details are not discussed.

III. THE PLCSPECIFIC SPECIFICATION LANGUAGE

The PLCspec language is designed to provide an easy-to-use, practice-oriented, yet formal specification of PLC software module behaviours. The behaviour description is complete (the description does not contain abstract parts left for later decision), this is why we emphasise that PLC software modules are targeted, where such complete specification is feasible.

In [3] the authors reviewed the literature and the real needs experienced in the PLC-based ICS development processes at the European Organization for Nuclear Research (CERN). Such requirements towards the formalism are domain-specificity, appropriate event semantics, support for a variety of formalisms and decoupling of input/output handling (pre- and post-processing) from the core logic definition [3].

Based on these identified needs, PLCspec was designed to be a hierarchical, module-based specification language. Each module is either a composite module (whose behaviour is described by submodules) or a leaf module (describing a certain part of the global behaviour). Each module has several parts: input and event definitions, core logic definition, and output definitions. The core logic of the leaf modules can be described using one of the three defined formalisms: state machines, input-output connection diagrams (a data-flow description formalism adapted to PLC programs) or PLC timers. These formalisms have domain-specific, special, unified semantics which allow to mix multiple formalisms in the same specification and to use the most appropriate formalism for each part of the described behaviour.

The semantics of PLCspec is described formally. For this we have defined a simple, low-level timed automata (TA) formalism, and a precise mapping of PLCspec specifications to this TA formalism. TA was chosen to be the underlying formalism for semantics definition to facilitate the usage of formal verification directly on the specification.

Due to space restrictions we omit the detailed discussion of the syntax and semantics of PLCspec. The reader find the formal definition of PLCspec in our report [11].

The syntax and semantics of the PLCspec language is defined in our report [11]. It provides a metamodel (abstract syntax) and a concrete syntax for the language, furthermore informal and formal semantics. However as usual, the metamodel could not express all constraints that a specification (instance model of the metamodel) has to respect in order to be considered correct and meaningful. Therefore further restrictions are formulated as well-formedness rules.

IV. WELL-FORMEDNESS CHECKING

The syntax and semantics of the PLCspec language is defined in our report [11]. It provides a metamodel (abstract syntax) and a concrete syntax for the language, furthermore informal and formal semantics. However as usual, the metamodel could not express all constraints that a specification (instance model of the metamodel) has to respect in order to be considered correct and meaningful. Therefore further restrictions are formulated as well-formedness rules.

We defined 72 well-formedness rules for PLCspec in [11], which are additional restrictions to the abstract syntax besides the metamodel of the language, ensuring that the specification is well-formed, meaningful and deterministic. A possible categorisation of the rules is shown in Table I. For example, rules in group (3) define additional restrictions for the references of the objects. Rules in group (4) restrict the reference to non-local elements (e.g. referring to a state of a state machine from a different module). The rules in group (5) restrict the set of elements of an expression (e.g. an expression which is not in a state machine module should not refer to a state). Group (7) contains rules constraining the expression types (e.g. a transition guard should have a Boolean type).

Most of these rules (mainly in groups (1)–(5)) are simple, restricting the use of certain incorrect or undefined constructs that are not forbidden by the metamodel; restricting the types of references; or prescribing name uniqueness.

Obviously, the definition of these rules is not enough, it has to be checked automatically whether they are respected or not. This checking is done after reading and parsing the specification, on its abstract syntax graph (instance model of the defined metamodel). Most of the simple well-formedness
rules (in groups \((1)-(5)\)) are implemented in Java. Many of these rules can be efficiently implemented in a dozen lines of code, not necessitating any more advanced methods. Others, typically rules in groups \((6)-(7)\), need more implementation effort, e.g. to check whether the guard of a transition has a Boolean type or not, the type inference has to be implemented.

The implementation of the complex semantics checks (rules in group \((8)\)) is more difficult, for example to analyse that the outgoing transitions of a certain state are mutually exclusive (no conflict is possible); or that it is not possible to have an infinite transition firing run in the state machines. In these cases the manual implementation of checking these rules would require significant effort. However, these rules can be transformed into a SAT (Boolean satisfiability) problem. For example, to check whether a state does not have any conflicting outgoing transitions, the guards and priorities of these transitions have to be collected, then it has to be checked whether there exists a pair of transitions on the same priority level with guards that can be satisfied at the same time.

We have used the Microsoft Z3 SAT solver [14] for this purpose, as it provides state-of-the-art algorithms, good performance and Java integration. The usage of Z3 provides an efficient and automated way (thus hidden from the user) to check these more complex rules. Besides checking the satisfaction, the witness (“model” in SAT terminology) generated by Z3 can help the user by pointing out the source of the violation of the well-formedness rules.

PLCspecif was used for the specification of two real examples since its creation; for a reusable PLC module library of the UNICOS framework\(^3\), and the logic of a safety-critical controller used at CERN [15]. In both cases the well-formedness checking was able to identify mistakes made during specification, for example conflicting definitions, unused variables, ambiguous priority settings and conflicting guard expressions.

V. INVARIANT CHECKING

The static analysis of well-formedness rules helps to ensure that the specification follows the rules of PLCspecif which are not enforced by the syntax itself. This is required for any specification.

However, in certain cases additional requirements have to be checked too. The formalisms provided for the core logic definition in PLCspecif (state machines, input-output connection diagrams, PLC timers) focus mainly on the functionality of the defined module. The specification of the behaviour may hide safety or invariant properties that are required to be satisfied by the specified module. For example, it might not be obvious to see the satisfaction of requirements such as “Outputs \(a\) and \(b\) shall not be true at the same time.” or “Output \(c\) shall always be within the range \(d..e\).” based on the state machine-based core logic definitions and the output definitions.

Previous work on the model checking of PLC programs [16] demonstrated that checking various, typically invariant or safety properties on PLC programs using model checkers is feasible and may uncover well-hidden faults in the implementations. One of the difficulties of this approach is the formalisation of models and the properties to be checked for the model checkers. To reduce this obstacle, we have developed PLCverif [17], a tool that automatically generates artefacts for model checkers using inputs that are known to the PLC developers. The models are generated from the source code of the PLC programs, via an intermediate model (IM). The IM formalism allows the model checker-independent reduction of the formal models and facilitates to use multiple widely-known model checkers (e.g. nuXmv, UPPAAL, ITS). The property for model checking is defined using requirement patterns which are easy-to-fill fixed sentences in English with given placeholders, e.g. “If \(\alpha\) is true (at the end of the PLC cycle), then \(\beta\) is true (at the end of the same cycle)”, where \(\alpha\) and \(\beta\) are placeholders of Boolean expressions, composed of input and output signals, constants, comparison and logic operators.

The result of the verification in PLCverif is a human-readable verification report. It demonstrates the violation of properties (if any) by diagnostic traces from the model.

The defined PLC modules should often satisfy certain safety and invariant properties. Explicitly declaring and verifying these properties may greatly improve the quality of the PLC software modules. Therefore we have included specific support in PLCspec to capture these invariant properties. In each module the specifier may define properties which have to be always satisfied by the given (sub)module, more precisely after the execution of the (sub)module the defined invariant properties have to be satisfied. As discussed above, the satisfaction of these requirements may be checked using model checkers, similarly to the approach followed in PLCverif. This is discussed in the rest of the section.

a) Representing the Requirement for Model Checking:

For model checking, the only need is to be able to represent the invariant properties as temporal logic formulae. The usage of requirement patterns to hide the complexity of describing properties with temporal logic seems to be a convenient way, but in the future additional property specification methods can also be incorporated, provided that they can be represented as computation tree logic (CTL) or linear temporal logic (LTL) formulae. For example, the above-presented requirement pattern can be represented in CTL as “\(\text{AG}((\text{EoC} \land \alpha) \rightarrow \beta)\)”, where \(\text{EoC}\) is true at the end of the PLC cycle only.

b) Representing the Specification for Model Checking:

We recall that the formal semantics of PLCspecif is given as a construction of an equivalent timed automaton. The choice of this semantics description was partially to facilitate the formal verification of the PLCspecif specifications. The intermediate model used in PLCverif is also an automata-based formalism with matching semantics. The timed automata elements (e.g. edges) can be systematically translated to the corresponding IM elements (e.g. transitions). The only exception is the clock of the timed automata, which do not have corresponding element in IM. The representation of time-related behaviour in the IM is further discussed in [18].

The semantics of the corresponding elements are defined

\(^3\)http://cern.ch/unicos/
identically. Therefore by using the semantics description of PLCspecif it is feasible to develop a systematic, element-by-element mapping from a PLCspecif specification to a PLCVerif IM. Then the IM can be transformed by PLCVerif into the format required by the applied model checker tool. This method also benefits from the model reduction methods that are already included in PLCVerif.

The complete invariant checking workflow based on PLCVerif is depicted in Figure 1. The behaviour description of the specification is transformed into the IM formalism, then automatically reduced. The invariant properties are represented in CTL or LTL. The CTL/LTL formulae are not only used to check the satisfaction of the invariant property, but they also influence the reductions. PLCVerif executes the selected external model checker tool, then the result is presented to the user.

The invariant checking was used in the re-specification of the previously mentioned reusable PLC module library of UNICOS. It was possible to define and verify invariant properties such as “If the manual mode is inhibited, the module should not switch to manual mode”, directly on the intermediate model generated from the specification, before generating the corresponding source code.

VI. SUMMARY

This paper discussed the static well-formedness analysis and invariant property checking features that are incorporated in the PLCspecif specification approach. The well-formedness checking methods help to ensure that the formal specification is consistent and well-formed; that it respects properties that are required for any formal specification. By using invariant checking it can also be checked whether the designed specification matches the intentions of the specifier. If the user declares safety or invariant properties explicitly in a PLCspecif specification, their satisfaction can be checked by reusing the model checking approach included in the PLCVerif tool. This may reveal problems which would be hidden despite the use of formal specification. By checking these general and specific properties of the specification, the quality of the specification can be improved, which has a positive effect on the correctness of the implementation through the code generation and conformance checking methods.
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